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**Цель лабораторной работы:** изучение способов создания и принципов использования динамических структур данных типа стек, дек, очередь; изучение стандартных средств языка C/C++ для работы с динамической памятью; совершенствование навыков модульного программирования на языке C/C++ при решении задач обработки динамических структур данных; совершенствование способов разработки многофайловых проектов.

**Задание на программирование:** используя технологию процедурного программирования разработать программу обработки данных, содержащихся в заранее подготовленном файле, в соответствии с индивидуальным заданием. Применить динамическую структуру указанного в задании вида: стек, очередь или дек.

**Порядок выполнения работы:**

1. Получить у преподавателя индивидуальное задание.

2. Разработать математическую модель: описать с помощью формул и рисунков вид используемой динамической структуры и процессы её создания и использования.

3. Построить схему алгоритма решения задачи.

4. Использовать функции, реализующие полный набор операций для этой структуры:

- допустимые операции для стека: инициализация, проверка на пустоту, добавление нового элемента в начало, извлечение элемента из начала;

- допустимые операции для очереди: инициализация, проверка на пустоту, добавление нового элемента в конец, извлечение элемента из начала;

- допустимые операции для дека: инициализация, проверка на пустоту, добавление нового элемента в начало, добавление нового элемента в конец, извлечение элемента из начала, извлечение элемента из конца.

5. Создать многофайловый проект на языке *C*/*C*++.

6. Проверить и продемонстрировать преподавателю работу программы на полном наборе тестов. Обеспечить одновременный показ на экране входной и выходной информации.

7. Выходные данные должны выводиться на экран с пояснениями. Операторы вывода результатов работы должны находиться либо в функции *main*(), либо в специальной функции вывода результата, вызов которой осуществляется из функции *main*().

8. Оформить отчет о лабораторной работе в составе: постановка задачи, математическая модель, схема алгоритма решения основной (основных) задач, текст программы, контрольные примеры.

**Вариант 35**

Дана произвольная строка. Под *словом* понимается последовательность букв алфавита. Между соседними словами - не менее одного пробела. Перед первым и за последним словом строки произвольное число пробелов.

Используя ***дек***, построить новую строку, превратив все слова исходной строки в палиндромы добавлением в начало каждого слова всех исходных символов этого слова в обратном порядке. Например:

- исходная строка: “Ehal Greka Cherez River”;

- результат: “lahEEhal akerGGreka zerehCCherez reviRRiver”.

**Текст программы**

Файл source.cpp:

#include <iostream>

#include <sstream>

#include "DEK\_fun.h"

#include <locale>

using namespace std;

int main()

{

dek\* head = NULL,

\* end = NULL;

string res;

string vvod;

setlocale(LC\_ALL, "Russian");

cout << "\n Введите исходную строку;"

"\n в конце - энтер:" << endl;

getline(cin, vvod);

cout << endl;

cout << " Исходное содержимое:" << endl << vvod << endl;

res = obrdek(vvod, &head, &end);

cout << "Результат работы программы:" << endl << res << endl;

}

Файл Dek\_fun.h:

#include <iostream>

#include <sstream>

using namespace std;

typedef char t\_elem; //тип информационной части элемента стека

struct dek //тип элемента стека

{

t\_elem data; //поле данных

dek\* linknext; //поле адреса

dek\* linkprev; //поле адреса

};

//Объявления (прототипы) функций

int pu\_dek(dek\*); //проверка на пустоту

void push\_beg(t\_elem ch, dek\*\* end, dek\*\* beg); //добавление элемента в начало

void push\_end(t\_elem ch, dek\*\* end, dek\*\* beg); //добавление элемента в конец

string obrdek(string s, dek\*\* beg, dek\*\* end); //обработка

void clear\_dek(dek\*\* beg, dek\*\* end);

Файл DEK\_fun.cpp

//Содержит определения функций для работы с деком

//

#include <iostream>

#include <sstream>

#include "DEK\_fun.H"

using namespace std;

//push\_beg\_\_Begin\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

//Занесение нового элемента в дек

void push\_beg(t\_elem ch, dek\*\* end, dek\*\* beg)

{

dek\* nov = new(dek); //выделяем память под элемент дека

nov->data = ch; //заполняем поля

nov->linkprev = NULL;

if (pu\_dek(\*end) && pu\_dek(\*beg)) //если дек пуст

{

nov->linknext = NULL;

\*beg = nov;

\*end = nov;

}

else

{

nov->linknext = \*beg;

(\*beg)->linkprev = nov; //подсоединяем новый элемент

\*beg = nov; //указатель на первый элемент дека

}

}

//push\_beg\_\_End\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

void push\_end(t\_elem ch, dek\*\* end, dek\*\* beg)

{

dek\* nov = new(dek); //выделяем память под элемент дека

nov->data = ch; //заполняем поля

nov->linknext = NULL;

if (pu\_dek(\*end) && pu\_dek(\*beg))//если дек пуст

{

nov->linkprev = NULL;

\*beg = nov;

\*end = nov;

}

else

{

nov->linkprev = \*end;

(\*end)->linknext = nov; //подсоединяем новый элемент

\*end = nov; //указатель на последний элемент дека

}

}

//pu\_dek\_\_Begin\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

//Проверка дека на пустоту

int pu\_dek(dek\* head)

{

return(head == NULL);

}

//pu\_dek\_\_End\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

void clear\_dek(dek\*\* beg, dek\*\* end)

{

dek\* tec = (\*beg)->linknext;

while (tec != \*end)

{

dek\* buf = tec;

tec = tec->linknext;

delete buf;

}

\*beg = NULL;

\*end = NULL;

}

string obrdek(string s, dek\*\* beg, dek\*\* end)

{

string result;

string ch;

stringstream buf, res;

buf << s; //Ведденую стоку вносим в поток

while (buf >> ch)

{

for (int i = 0; i < ch.length(); i++)

{

push\_beg(ch[i], end, beg);

push\_end(ch[i], end, beg);

}

dek\* tec = \*beg;

while (tec != \*end) //пока дек не пуст

{

res << tec->data; //вводим в поток элементы стека

tec = tec->linknext;

}

res << (\*end)->data;

res << " ";

clear\_dek(beg, end);

}

result = res.str(); //из потока в строку

return result;

}

**Скриншоты работы программы**

![](data:image/png;base64,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)

Вывод: используя технологию процедурного программирования разработал программу обработки данных, в соответствии с индивидуальным заданием. Применил динамическую структуру вида дек.